# Plan de Développement : Application de Résolution Mathématique Offline (Flutter)

## 📄 Vue d'ensemble du Projet

Développement d'une application mobile native (iOS/Android) avec **Flutter** capable de résoudre des problèmes mathématiques **hors ligne**. L'application met l'accent sur une UX pédagogique de haute qualité, utilisant la reconnaissance optique (OCR) et un moteur de calcul symbolique embarqué pour fournir des étapes de résolution détaillées (Step-by-step).

### 🎯 Objectifs Clés

1. **100% Offline :** Aucune dépendance API cloud pour la résolution ou l'OCR.
2. **Architecture Clean :** Code modulaire, testable et maintenable (Feature-First Clean Architecture).
3. **Standards IDO :** Respect strict du format *Input-Description-Output* pour chaque étape de résolution.
4. **UI/UX Premium :** Design épuré, animations fluides, rendu LaTeX natif.

## 🏗 1. Architecture Technique & Structure

Nous utiliserons une **Clean Architecture** orientée fonctionnalités (**Feature-First**), couplée au pattern **BLoC** pour la gestion d'état.

### 1.1 Stack Technologique

* **Framework :** Flutter (Dernière version stable).
* **Langage :** Dart.
* **State Management :** flutter\_bloc (Séparation stricte UI / Logique).
* **Dependency Injection :** get\_it + injectable.
* **Navigation :** go\_router.
* **Local Database :** hive (Performance NoSQL pour l'historique).
* **OCR Engine :** google\_mlkit\_text\_recognition (Base) + Modèle TFLite Custom (Complexe via tflite\_flutter).
* **Math Engine (Offline) :** mathsteps (JavaScript) exécuté via flutter\_js (QuickJS engine).
* **Rendering Math :** flutter\_tex (Rendu MathJax local offline).

### 1.2 Structure du Dossier (lib/)

Cette structure doit être strictement respectée pour garantir la maintenabilité.

lib/  
├── app/ # Configuration globale (Thèmes, Routes, Locales)  
├── core/ # Code partagé (Utils, Constants, Errors)  
│ ├── constants/ # Codes couleurs, timeouts  
│ ├── usecases/ # Interface générique UseCase  
│ └── utils/ # LatexParser, ImageUtils  
├── features/ # Modules fonctionnels (Feature-First)  
│ ├── scanner/ # Feature: Caméra & OCR  
│ │ ├── data/ # Sources de données (Camera, TFLite)  
│ │ ├── domain/ # Entités (MathProblem), UseCases (ScanImage)  
│ │ └── presentation/ # BLoC, Pages (CameraScreen), Widgets (Overlay)  
│ ├── solver/ # Feature: Moteur de résolution  
│ │ ├── data/ # MathEngineService (Flutter\_js wrapper)  
│ │ ├── domain/ # Entités (SolutionStep, Explanation)  
│ │ └── presentation/ # SolutionPage, StepsWidget  
│ └── keyboard/ # Feature: Clavier Mathématique Custom  
├── main.dart # Point d'entrée  
└── injector.dart # Injection de dépendances (DI)

## 🎨 2. Design System & Standards Visuels (Conformité IDO)

Basé sur les documents de référence fournis.

### 2.1 Palette de Couleurs (Strict)

* **Primary (Blue) :** #0DA2CC (Variables, éléments actifs)
* **Secondary (Green) :** #6EB819 (Résultats, validations)
* **Tertiary (Orange) :** #FD602E (Opérations, focus, curseurs)
* **Neutral (Gray) :** #7F7F7F (Texte explicatif)
* **Background :** Blanc ou Dark Mode profond (pas de gris sale).

### 2.2 Règles d'Affichage des Étapes (Format IDO)

Chaque étape de résolution ("Solving Step") doit être un Widget composé de 3 blocs verticaux :

1. **Input (Bloc LaTeX) :** L'état de l'équation *avant* la transformation.
   * *Règle :* Doit être identique à l'Output de l'étape précédente.
2. **Description (Texte) :** Une phrase complète expliquant l'action (ex: "Soustraire 4 des deux côtés").
   * *Style :* Police sans-serif, couleur #7F7F7F. Pas de "Je" ou "Nous".
3. **Output (Bloc LaTeX) :** Le résultat *après* transformation.
   * *Coloration :* Les termes qui ont changé doivent être colorés (ex: en Orange #FD602E).

## 🧠 3. Spécifications du Moteur de Résolution (Engine)

C'est le cœur de l'application. Pour obtenir des étapes détaillées hors ligne, nous ne pouvons pas utiliser de simples bibliothèques Dart mathématiques.

### 3.1 Moteur Hybride flutter\_js + mathsteps

Nous allons intégrer la bibliothèque JavaScript mathsteps (utilisée par Socratic/Google) qui est spécialisée dans la décomposition pédagogique.

* **Action :** Créer un bundle JS (math-solver.bundle.js) contenant mathsteps et ses dépendances.
* **Action :** Placer ce fichier dans assets/js/.
* **Implémentation Dart :**
  + Initialiser JavascriptRuntime au démarrage (dans un Isolate pour ne pas bloquer l'UI).
  + Charger le script.
  + Exposer une fonction solve(String latexInput) qui renvoie un JSON structuré.

### 3.2 Structure de Données (Output JSON du Moteur)

Le moteur doit retourner cet objet strict pour alimenter l'UI :

JSON

{  
 "problem\_latex": "2x + 4 = 10",  
 "steps":,  
 "output\_latex": "2x = 6",  
 "changed\_indices": // Pour la coloration syntaxique  
 },  
 {  
 "step\_id": 2,  
 "type": "IDO",  
 "input\_latex": "2x = 6",  
 "description\_key": "divide\_both\_sides",  
 "output\_latex": "x = 3"  
 }  
 ],  
 "final\_answer": "x = 3"  
}

## 📷 4. Module Scanner & OCR (Vision)

### 4.1 Interface Caméra (UX)

* **Widget :** CameraPreview plein écran.
* **Overlay :** Un cadre de redimensionnement ajustable (Crop Box) au centre avec des coins arrondis et une couleur d'accentuation (#0DA2CC).
* **Feedback :** Afficher un indicateur de chargement discret sur le cadre pendant l'analyse.

### 4.2 Pipeline de Reconnaissance

1. **Capture :** L'image est capturée et recadrée selon la Crop Box.
2. **Prétraitement :** Conversion en niveaux de gris + binarisation (noir & blanc) pour nettoyer le bruit (via image\_editor ou opencv).
3. **OCR Mathématique :**
   * *Niveau 1 (Simple) :* Utiliser ML Kit Text Recognition pour les équations linéaires simples.
   * *Niveau 2 (Complexe) :* Si ML Kit échoue ou détecte des symboles complexes (![](data:image/png;base64,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)), passer l'image à un modèle **TFLite Custom** (entraîné sur le dataset *IM2LATEX*) via tflite\_flutter.
4. **Conversion :** Le résultat brut est converti en chaîne LaTeX standardisée.

## ⌨️ 5. Clavier Mathématique (Fallback)

Si le scan échoue, l'utilisateur doit pouvoir éditer manuellement.

* **Custom Keyboard :** Ne pas utiliser le clavier système. Créer un Widget MathKeyboard qui s'anime depuis le bas.
* **Layout :** Onglets pour [Nombres], [Fonctions f(x)],, [Lettres].
* **Rendu Temps Réel :** Le champ de saisie (MathField) doit rendre le LaTeX en temps réel (WYSIWYG) en utilisant flutter\_tex.

## 🗓 6. Plan d'Implémentation (Roadmap)

### Phase 1 : Fondations (Semaine 1)

* [ ] Initialiser le projet Flutter flutter create.
* [ ] Configurer l'arborescence Clean Architecture.
* [ ] Configurer le Linter (very\_good\_analysis) pour forcer un code propre.
* [ ] Mettre en place le moteur JS mathsteps et tester la communication Dart <-> JS.

### Phase 2 : Le Cœur Logique (Semaine 2)

* [ ] Créer les UseCases SolveEquation.
* [ ] Implémenter le parsing du JSON de mathsteps vers des entités Dart Step.
* [ ] Créer le système de mapping des descriptions (i18n) pour avoir des phrases en français correct.

### Phase 3 : Interface Utilisateur (Semaine 3)

* [ ] Développer les widgets de rendu LaTeX (flutter\_tex configuré en local).
* [ ] Construire l'écran "Résolution" avec la liste déroulante des étapes (IDO format).
* [ ] Appliquer la charte graphique stricte (Couleurs Photomath).

### Phase 4 : Scanner & OCR (Semaine 4)

* [ ] Intégrer la caméra et le crop widget.
* [ ] Connecter ML Kit pour la reconnaissance texte -> LaTeX.
* [ ] Gérer les erreurs (image floue, pas de maths détectées).

### Phase 5 : Clavier & Finitions (Semaine 5)

* [ ] Développer le clavier mathématique custom.
* [ ] Persistance des données (Historique) avec Hive.
* [ ] Documentation (README) et nettoyage des commentaires.

## 📝 Standards de Code & Maintenance

À inclure dans le README.md du projet :

1. **Commentaires :** Tous les algorithmes complexes (surtout le mapping JS -> Dart) doivent être commentés en anglais technique ou français clair. Utiliser /// pour la documentation des fonctions publiques.
2. **Immutabilité :** Utiliser freezed pour toutes les classes de données (Entities/States) pour garantir l'immutabilité et éviter les bugs d'état.
3. **Tests :**
   * *Unit Tests* obligatoires pour tout le dossier domain/ (Logique mathématique).
   * *Widget Tests* pour vérifier que le rendu LaTeX s'affiche sans erreur.